Project 3: A Custom malloc()

Due: Sunday, July 15, 2018, at 11:59pm

**Description**

In our discussions of dynamic memory management we discussed the operation of the standard C library call, malloc(). Malloc designates a region of a process’s address space from the symbol \_end (where the code and global data ends) to brk as the heap.

|  |  |
| --- | --- |
| |  | | --- | | New brk | |

As part of dynamic memory management, we also discussed various algorithms for the management of the empty spaces that may be created after a malloc()-managed heap has had some of it’s allocations freed. In this assignment, you are asked to create your own version of malloc, one that uses the best-fit algorithm.
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We are programmatically able to grow or shrink the size of the heap by setting new values of brk. The function sbrk() handles scaling the brk value by its parameter:

void \*sbrk(intptr\_t increment);

**DESCRIPTION**

brk sets the end of the data segment to the value specified by  end\_data\_segment, when that value is reasonable, the system does have  enough memory and the process does not exceed its max data size (see setrlimit(2)).

sbrk increments the program’s data space by increment bytes. sbrk isn’t a system call, it is just a C library wrapper. Calling sbrk with an increment of 0 can be used to find the current location of the program break.

**RETURN VALUE**

On success, brk returns zero, and sbrk returns a pointer to the start of the new area. On error, -1 is returned, and errno is set to ENOMEM.

A simple place to start then is to create a malloc which, with each request, simply increments brk by the amount requested and returns the old value of brk as the pointer. However, when you want to write a free() function, the parameter to free() is just a pointer to the start of the region, so you have no way to determine how much space to deallocate. In order to know what space is free or used, and how big each region is, we must use one of the techniques from class: Bitmaps or Linked lists.

From our discussion in class, linked lists seem like the better choice, but now we need some place to store this dynamic list of free and occupied memory regions inside of the heap. If we just allocated some fixed-size region, that space may not be adequate for how many nodes in the list we’d need to create. A better idea is illustrated in the figure below:

![http://people.cs.pitt.edu/~jmisurda/teaching/cs449/2187/cs0449-2187-project3_files/image002.gif](data:image/gif;base64,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)

We can add some additional space to each update of brk in order to accommodate a structure that is a node in our linked list, and this structure can contain useful things like:

* The size of this chunk of memory
* Whether it is free or empty
* A pointer to the next node
* A pointer to the previous node

We then return back a pointer that is in the middle of the chunk we allocated, and thus the program calling malloc() will never notice the additional structure. However, when we get a pointer back to free, we can simply look at the memory before it for the structure that we wrote there with the information we need.

**Requirements**

You are to create two functions for this project.

1. A malloc() replacement called void \*my\_bestfit\_malloc(int size) that allocates memory using the best fit algorithm. Again, if no empty space is big enough, allocate more via sbrk().
2. A free() called void my\_free(void \*ptr) that deallocates a pointer that was originally allocated by the malloc you wrote above.

Your free function should coalesce adjacent free blocks as we described in class. If the block that touches brk is free, you should use sbrk() with a negative offset to reduce the size of the heap.

As you are developing, you will want to create a driver program that tests your calls to your mallocs and frees. A week before the due date, I will provide a sample driver program that must work. During grading, we will use a second driver program in addition to the first one in order to test that your code works.

**Environment**

For this project we will again be working on thoth.cs.pitt.edu

This machine is a 64-bit machine, and to avoid pointer cast warnings, build using the -m32 option for gcc. This will build a 32-bit program instead of 64-bits.

**Hints/Notes**

* When you manually change brk with sbrk, you may not call malloc or mmap, as they may have unintended consequences. All allocations will have to be done with your new custom malloc().
* In C, the sentinel value for the end of a linked list is having the next pointer set to NULL.
* Make sure you don’t lose the beginning or end of your linked list. You may want 2 global variables to keep track of either end
* sbrk(0) will tell you the current value of brk which can help in debugging
* gdb is your friend, no matter what you think after project 2

**What to turn in**

* A header file named mymalloc.h with the prototypes of your two public functions
* An mymalloc.c file with the implementations of your functions
* The test program you used during your initial testing
* Any documentation you provide to help us grade your project

To create a tar.gz file, if your code is in a folder named project3, execute the following commands:

tar cvf USERNAME-project3.tar project3

gzip USERNAME-project3.tar

Where USERNAME is your username.

Copy your archive to the directory:

~jrmst106/submit/449/

Note that this directory is insert-only, you may not delete or modify your submissions once in the directory. If you’ve made a mistake before the deadline, resubmit with a number suffix like abc123\_1.tar.gz

The highest numbered file before the deadline will be the one that is graded, however for simplicity, please make sure you’ve done all the work and included all necessary files before you submit.